**Introduction**

In this post, we look at various tips that can be useful when automating R application testing and continuous integration, with regards to orchestrating parallelization, combining sources from multiple git repositories and ensuring proper access right to the Jenkins agent.
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**Running stages in parallel**

**Parallel computation using R**

There are numerous way to achieve parallel computation in the context of an R application, those native to R are for example

* the [parallel package](https://stat.ethz.ch/R-manual/R-devel/library/parallel/doc/parallel.pdf), which is included with base R since version 2.14 and very stable, or
* the more recent [future package](https://cran.r-project.org/package=future)
* the CRAN Task View: [High-Performance and Parallel Computing with R](https://cran.r-project.org/web/views/HighPerformanceComputing.html) provides a useful and extensive overview of multiple topics, including parallelism with R

Governing parallelism directly within R code requires tackling many aspects, starting with logging and ending in handling conditions and exception. We might therefore also be interested in leaving the orchestration of parallelism to a layer above the R application code itself. This approach has both benefits and limitations, so careful consideration should be taken before the implementation starts.

**Orchestrating parallelization of R jobs with Jenkins**

Declarative Jenkins pipelines are one of the ways to orchestrate parallelism with many options, a very simple example of a parallelized process can look as follows:

pipeline {

agent any

stages {

stage('Preparation') {

steps {

// Cleanup, Environment setup, etc.

}

}

stage('Tests') {

parallel {

stage('Unit Tests') {

steps {

// Invoke unit tests

}

}

stage('Integration Tests') {

steps {

// Invoke integration tests

}

}

stage('Regression Tests') {

steps {

// Invoke regression tests

}

}

stage('Technical checks') {

steps {

// Invoke Technical checks

}

}

}

}

}

}

Note the parallel directive, which will ensure that the (sub)stages within it

* Unit Tests
* Integration Tests
* Regression Tests and
* Technical checks

will be executed in parallel.

The parallelization will be orchestrated only after the first stage – “Preparation” was finished first. This is useful in case we need a stage that is shared among the parallel stages to be executed first.

**Failing early**

If we want to fail the parallel stages early (as soon as any of them fails), we can add failFast true into the parallel stage:

stage('Tests') {

failFast true

parallel {

// ...

}

}

![](data:image/png;base64,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)

An example parallel Jenkins pipeline shown by BlueOcean.

**Cloning multiple git repositories**

In certain situations, we may need to clone not just the main repository that is subject to our multibranch pipeline, but also secondary repositories.

An example of such setup is when we store modeling parameters for our run in a separate repository, or when configurations governing the runs are stored in a separate repository.

The git directive allows us to clone another repository.

stage('Clone another repository') {

steps {

git branch: 'master',

credentialsId: 'my-credential-id',

url: 'git@github.com:user/repo.git'

}

}

**Cloning into a separate subdirectory**

Note however this will clone the repository into the current working directory, where the main repository subject to the pipeline is likely already checked out. This may have unintended consequences, so a safer approach is to checkout the secondary repository into a separate directory. We can achieve this using the dir directive:

stage('Clone another repository to subdir') {

steps {

sh 'rm subdir -rf; mkdir subdir'

dir ('subdir') {

git branch: 'master',

credentialsId: 'my-credential-id',

url: 'git@github.com:user/repo.git'

}

}

}

**Cleaning up**

After the pipeline is done, it may be useful do perform cleanup steps, for example removing unneeded directories. Since we likely want to clean those up regardless of the pipeline results, we can take advantage of the post directive running always, which will be executed regardless of the outcome of the pipeline stages.

One example use is to remove the hidden .git directories from both the working directory, where the main repository is checked out and the "subdir", where we checked out the secondary repository:

post {

always {

sh 'rm .git -rf'

sh 'rm subdir/.git -rf'

}

}

**Changing permissions to allow the Jenkins user to read**

One aspect of using Jenkins to execute our R code is to ensure that the Jenkins user executing the code on the worker node has access to all the necessary files. The following is a list of useful Linux commands that can help with the setup. These should, of course, be used with care.

# Add user `jenkins` to group `somegroup`

usermod -a -G somegroup jenkins

# Change group of somedir/ to somegroup, recursively

chgrp -R somegroup somedir/

# Allow group to read `somedir`, recursively

chmod -R g+r somedir/

# Find all directories in a path and allow group to traverse

find /dir/moredir/somedir -type d -exec chmod g+x {} \;